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\__\ Fig. 2A
Bitmap Creation Logic
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254~ J'

Create/Update Conform User Data Set for each UseriD using Data
Sources & Conform Mapping Schema (Run Conforming Logic )

256¥ l‘

o\ First Time or Data Structure Change? >
258~ 0 Yes |,

( Create/Update Bitmap Mapping Schema using Conformed }

User Data Set (Run Analyzer Logic)

>
260 Load Conformed User Data into Bitmap Index data set for each
UserlD using Bitmap Mapping Schema (Run Loader Logic)

‘L 262
Mapping Error Found or Update Needed? >//
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264 Make correction/update to Conform Mapping
Schema or Bitmap Mapping Schema

>

/
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206
PN

Conformed User Data Set (Users1-N)
(<Userl> User ID1 # {All Userl Interactions}: 510
Attribute Chi!g‘ Attribute Type: Value: /‘/
User 1D string B615FD3F-6140-47D5-AA32
Gender strin M
Age 502 504 integger 22
Browser string Google Chrome
Plays Fantasy Boolean True
Device <array>
device |D string 6A6D9BB3-6E11-4CCE-BAA3
device category string Tablet
device manuf/brand string Apple
Location <array>
City string Miami
State string FL
Latitude float 24.8932
Longitude float 45.3241
Stated Teams Favorites <array>
Team ID integer 14
Team Name string Miami Heat
Stated Sports Favorites <array>»
Sport iD integer 46
Sport Name string Football
Content Activity <array>
Source string ESPN.com
Date/Time string 3/11/19 11:00
Device string Android Handset
Content type string Video
Video Title string ACC Wresting Champs
Audio Title string Ali-Star Saturday Night
Story Title string The Mayor’ Succeeds His Way
Video Duration integer 25000
Ads Activity <array>
Source string FantasySports.com
Date/Time string 5/15/19 2:00
Device string Apple iPhoned
Advertiser Name  string Honda
* ok %
\..
<UserN> User IDN # (All UserN Interactions):
Attribute  Child Attribute Type: Value:
User ID string B617FD3F-6189-45D5-AA55
Gender string F
Age integer 31
L T
.
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600

\_\ Fig. 6

Conforming Logic

602~ ||

L Receive Data Sources & Conform Mapping Schema }

%

604 —] Receive UserlD Sources, Field and Logic from Conform Schema
and Retrieve UserlD Values from the Source(s)/Fields

606 'l'

624 \fReconcile UserlD Values to common format )

v

608
A \rSave UserlD Value in Conformed User Data Set } 610

| o
Receive Attrib. Sources, Field and Logic from Conform Schema
and Retrieve Attrib. Values from the Source(s)/Fields

620 ‘L 612
. . ) No
< Multiple Different Formats or Logic to perform? >—
614'-\ \LY{*ES

[ Reconcile values to common format and perform logic per Schema}

[Save Attrib. Value in Conformed User Data Set for current UserID ] 616

l’ 618
N
2 < All Attributes Done?
‘L Yes
622
No /
A All UserlDs Done? />/

Yes
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700 Fig. 7

\"\ Analyzer Logic

702 !
-\f' Receive Conformed User Data Set ]

>¢ 704
Go to (Receive Value & Data Type For Current UserID & Current Attribute}

next T N 710 l // 706

UserID | [ Determine & Update Statistics for this Attribute based on Value
and save in Schema Server (Run Data Statistics Logic)

Go to
next
Attrib

708
All Users Values for this Attribute reviewed? /7

714 J Yes 712
No / . . 4
{ All Attributes reviewed?
Yes 716
/‘/

Determine Mapping Strategy for current Attribute (Field)
based on Attribute statistics (Run Mapping Stgy Logic)
722 ¥ 718
Save Field & Mapping Strategy & Corresponding Statistics in
Bitmap Mapping Schema file for current Attribute

720
P
No < All Attributes mapped? >
Yes
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800 Fig. 8
\_\ Analyzer - Data Statistics Logic
802 ! Yes
808 \<' Is Value = True/False {or Yes/No)? > f(m

\ No \
Save min/max i 2806 Mark as

Yes o
values & increment<—< Does Value parse as integer? > Boolean

integer lcounter >l No
: ’/810
Save min/max | Yes : Y
values & increment Does Value parse as floating point? >
float counter LNQ . /816
\ /4 D Val Date? €3 [Incr. Date >
312 oes Value parse as Date: —> Counter
< Did Value parse as integer? yﬁ-———i
Handie a5 a String | Vo e20 82
————————————————— Y Yes incr ;/aiue
< String Value seen before? >-——> Co'unter —
824\ J' No
(Add Value to String Enum. Map & incr. Map Size Value Counter}
Lo ' ‘ _— ,,/826
—< Map Size Value > High Cardinality Threshold? >
‘L Yes "/823
Mark Attrib as High Cardinality String
A 4 P Y




US 2021/0133203 Al

May 6, 2021 Sheet 10 of 19

AN

056

¢06
wiRnuzauIng se dely syl _\.\

005°L ot S 3 ER
000°S v 01 0t al2smaq
000'8E 9 0 £ 125Mmo.g
000°5¢ Zz T 4 JueN wWeat

mc_..z.m a3eqd 104 ‘_wmwu:_ wusnmh.ﬁkx

{p1a14) seInquMY yoe3 104 1a3uno) adAL eleg
46 ‘814
906 706
yseHq3uins se de ”w:sh—\\ winu3auins se deyy _maﬁ\
(00S) PIOYSa4YL DH (00S) pIoYsa4y L DH

< (000°7) @njeA azis dejpl
1L 09PIA,, =21nqLIlY

> (0T) @njeA az1s de
A9smoug,=a1nquny

(00S) PIoYs=4yL JH
> (g0T) @njen az1s dey

LSWEN Wes|, =2angquly

Patent Application Publication

A A A
r Y Y N
00€Y 000Z2REL 000 00£9 eladQ 1)} eVl [Wely 501
0021 7oL % 000°ZT X04adi4 14 061 siitg 17
0006 €L € 000C lejes € G8 sjuies €
o€ oML [4 00001 awaIyd [4 0st suern Z
00S TopL T 0008 1dx3 i T 002 sjoled T
saIg # anjep # 9L sau3ug # anjep #Jasmoug | sauul anjea # wesy
(aIngue yaes ioy sanjep jo sisi] Suiuuny) sjgel/de uonesswinug sups
v6 ‘81 N

006



Patent Application Publication = May 6, 2021 Sheet 11 of 19  US 2021/0133203 A1l

1000 Fig. 10
\__\ Analyzer - Mapping Strategy Logic

1002 ~

Yes 7
Attribute Data Type = Boolean? >-—)Mfsijggr?a‘§? "
1006 ~_ ¥ No 1008
Date Counter > Integer Counter? AND JYes f\iap as DateTime| |
Date Counter > 99% of total Value Count? {BSI)
No 1012
1010 Yes I\/A\/ =
-\C Float Counter > 1? >——> ap(g;) oati o
1014__\ l No v //1016
—~ es
< Integer Counter > 99% of total Value Count? >—-§ Map ?;;;’;teger >
"Handle as a String | e
""""""""""""""""" Yes Map as
1018\< High Cardinality String? Hashed String p=-3
[ &
1022 g - 1020
Map as Enumerated String (StringEnum)(Std Bitmap)
No
1024~ A 4
B Save Enumerated String Value
1026 v <

Save Field and Mapping Strategy to
Bitmap Mapping Schema File
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1300 Fig. 13

\___\l Loader Logic
1302 I

Confirm No Structural Changes in Conformed User Data Set and]

Receive Conformed User Data Set and Bitmap Mapping Schema

7 Y ’,l, ,1}504

(Receive Field, Mapping Strategy, and Metadata in Bitmap)

1328 Schema for current UserlD and Field

-

1306
[ Retrieve Type of bitmap data format for current Field )

(Std Bitmap or Bit-Sliced Index (BSI))

l

Goto
next
UserlD

vy

1308 Yes
\<- Data Format = Std Bitmap >—¢ 1310
No — /
1326 [ set Bit: (Field, IRow ID, Col ID)]
1312 Yes
¢ Data Format = BS| P
No [Set Value: (Field, Col ID, Value)}
1320\ <
Call Load‘fng Tool (e.g., Pilosa) with appropriate command to
load data value into Bitmap in current Field
No
( All Fields Done? ~y— 1322
Yes ‘L
No /
{ All UserlDs Done? %‘-’ 1324
Yes
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Column 1D {Users) {x)

1 2 3 N
Field Name Row Name {y) Row | Userl ; User2 | User3 UserN
{Mapped Format} {Values) ID D iD iD 1D
Male (M) 1 1 0 0 1
Gender ' 5 5 1 0 0
{StringEnum) Female (F)
Unknown {U) 3 0 0 1 0
19 1 0 0 1 4]
22 2 1 0 0 0
Age 3 0 1] 0 0
{IntDirect} 31
... {other ages}
Unknown (199) M 0 0 0 1
Inet Expl. {1) 1 0 1 0 G
Browser Chrome{2) 2 1 0 0 1
(StringEnum) Safari {5) 3 0 0 1 0
Opera(8) 4 0 0 0 0
... {other browers)
P
lays_Fantasy True/False 1 1 1 ¢ 1
(Boolean} =
NY{10) 1 0 0 0 1
. MA (16) 2 0 1 1 0
Location_State
) NH {23) 3 0 0 0 0
{StringEnumy}
FL{34) 4 1 0 0 0
... [other states}
NYC (3} 1 0 0 0 1
) ) Chicago (5) 2 0 0 1 0
Location_City 3 o
{StringEnum} Boston (7) 1 0 0
Miami {59) 4 1 0 4] 0
... {other cities)
Other Location .
Fields/Attributes - (other Loc Attrib)
Patriots(11) 1 0 1 0 0
Cowboys (23) 2 0 G 0 0
St_Tm_Fav_Name o 3
(StringEnum) jants{31}) 0 0 1 i
Miami Heat (122) 4 1 0 0 0
... {other names)
Football {1) 1 0 1 0 1
Baseball (2} 2 0 0 0 0
St_Sp_Fav_Sport
‘ Basketbali (3) 3 1 0 0 0
{StringEnum}
Hockey (4) 4 0 0 1 0
... {other sports)
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Column ID {Users) {x}

1 2 3 N
Field Name Row Name (y) Row | Userl |User2 | User3 UserN
{Mapped Format) (Values) ID iD ID iD ID
ESPN.com {1} 1 1 0 1 0
Fantasy site (3} 2 0 1 0 1
ContAct-Source bod v 3 0 0 o 0
{StringEnum) adcast site (7)
Payperview (11} 4 0 0 0 0
... {other sources)
Title1 (13542) 1 1 0 1 0
) Title 2 {14982} 2 0 1 0 0
ContAct-Video_Title Title 3 (12093 3 5 o 0
{StringHash} ite3(12 ) 1
Titie 4 {10245) 4 g 0 0 0
... {other titles)
Device1 {5) 1 1 0 0 1
ContAct.Devi Device 2 (19) 2 0 0 0 0
ontAct-Device Device3 (22) 3 0 1 | o 0
{StringEnum)
Device 4 {25} 4 0 0 1 0
... {other devices)
Other ContAct
Fields/Attributes | (other ContActs)
ESPN.com (1) 1 1 0 0 0
F i 4]
AdsAct-Source ar;tasy sn‘te (3) 2 0 1 3
(StringEnum) Podcast site {7) 3 0 0 1
Payperview {11) 4 0 0 1 0
... {other sources)
Bud (2) 1 0 1 0 0
Honda (53
AdAct-AdvName N?: a(53) g é g {1) 2
{StringEnum) ke {122)
Netflix (287) 4 0 0 0 0
... {other titles}
Device 1 (5) 1 0 1 0 0
. Device 2 (19) 2 1 0 0 1
AdsAct-Device -
. Device 3 (22) 3 0 0 1 0
{StringEnum)
Deviced (25) 4 0 0 0 0
.. [other devices)
Other AdsActs
Fields/Attributes -~ (other AdsActs)
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1500 Fig. 15

\'\ Query Ul App Logic
1502\t~ |||
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SYSTEM AND METHOD FOR CONVERTING
USER DATA FROM DISPARATE SOURCES
TO BITMAP DATA

BACKGROUND

[0001] Large and complex data management systems
manage large quantities of data stored in many disparate data
sources, such that querying and returning results from such
systems in an efficient time frame is not possible. If such
systems were faster or more efficient, they could be used to
efficiently perform tasks such as determining potential audi-
ences for targeted services or advertising. It is desirable to
quickly obtain a complete picture (or view) of a user’s
preferences and behaviors/activities across multiple prod-
ucts (or applications) and platforms. However, this is diffi-
cult because users interact with numerous different products
and platforms, each of which collects and generates infor-
mation about the users in different formats and often saves
them in different servers or data sources.

[0002] Also, querying user data for millions of users can
take a long time to provide the query results, e.g., 30 min.
to 10+hours, depending on the search criteria, given the
enormous amount of data (e.g., over 1 terabyte per day) that
must be searched.

[0003] Accordingly, it would be desirable to have a
method and system that provides very fast query results of
a large quantity of user data which includes user data across
multiple products and platforms.

BRIEF DESCRIPTION OF THE DRAWINGS

[0004] FIG. 1 is a top-level block diagram of components
of a system for converting user data into bitmap data, in
accordance with embodiments of the present disclosure.
[0005] FIG. 2 is a data flow detailed block diagram of
components of FIG. 1, in accordance with embodiments of
the present disclosure.

[0006] FIG. 2A is a flow diagram of one embodiment of
one of the components in FIG. 2, in accordance with
embodiments of the present disclosure.

[0007] FIG. 3 is an illustration of how the Conforming
Logic creates the Conformed User Data Set for each user
using the Conform Mapping Schema, in accordance with
embodiments of the present disclosure.

[0008] FIG. 4 is a table showing a sample listing for the
Conform Mapping Schema, in accordance with embodi-
ments of the present disclosure.

[0009] FIG. 5 is a table showing a sample listing for the
Conform User Data Set for a plurality of users, in accor-
dance with embodiments of the present disclosure.

[0010] FIG. 6 is a flow diagram of one embodiment of
Conforming Logic, in accordance with embodiments of the
present disclosure.

[0011] FIG. 7 is a flow diagram of one embodiment of
Analyzer Logic, in accordance with embodiments of the
present disclosure.

[0012] FIG. 8 is a flow diagram of a portion of Analyzer
Logic of FIG. 7, in accordance with embodiments of the
present disclosure.

[0013] FIG. 9A is table showing a sample listing for the
String Enumeration Map/Table for three different attributes,
in accordance with embodiments of the present disclosure.
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[0014] FIG. 9B is a table showing a sample listing for a
data Type counter for each attribute, in accordance with
embodiments of the present disclosure.

[0015] FIG. 10 is a flow diagram of another portion of
Analyzer Logic of FIG. 7, in accordance with embodiments
of the present disclosure.

[0016] FIG. 11 is a table showing a sample listing for the
Bitmap Mapping Schema, in accordance with embodiments
of the present disclosure.

[0017] FIG. 12 is an illustration of how the Loader Logic
creates the Bitmap Index User Data Set for each user using
the Conformed User Data Set and the Bitmap Mapping
Schema, in accordance with embodiments of the present
disclosure.

[0018] FIG. 13 is a flow diagram of one embodiment of
Loader Logic, in accordance with embodiments of the
present disclosure.

[0019] FIG. 14A is a table showing a sample listing for the
Bitmap Index User Data Set, in accordance with embodi-
ments of the present disclosure.

[0020] FIG. 14B is a table showing a further sample listing
for the Bitmap Index User Data Set continued from FIG.
14A, in accordance with embodiments of the present dis-
closure.

[0021] FIG. 13 is a flow diagram of one embodiment of
Query Ul App logic, in accordance with embodiments of the
present disclosure.

[0022] FIG. 16 is a screen illustration of a graphic user
interface for a landing page of a Query Ul software appli-
cation used to search bitmap content, in accordance with
embodiments of the present disclosure.

[0023] FIG. 17 is another screen illustration of a graphic
user interface for the Query Ul software application of FIG.
16, in accordance with embodiments of the present disclo-
sure.

DETAILED DESCRIPTION

[0024] As discussed in more detail below, in some
embodiments, the present disclosure is directed to methods
and systems for converting user (or guest) data from dispa-
rate sources and formats to bitmap data, which is easily and
quickly searchable, e.g., less than about 5 seconds for all
queries, and typically about 2 seconds (on average). In some
embodiments, the number of users is greater than 1 million,
greater than 10 million, or greater than 100 million users.

[0025] In some embodiments, instead of or in addition to
the data being associated with (or related to or indicative of)
users (or guests or individuals/people), the data may be
associated with any items having a plurality of attributes or
characteristics desired to be searched/queried, such as
machines or equipment, cars/vehicles/aircraft, real estate/
property, chemical compounds, drugs, diseases, transporta-
tion systems, or any other collection of items having attri-
butes desired to be efficiently searched/queried. In some
embodiments, the term “user” herein may include such
items.

[0026] The present disclosure converts user data from
multiple disparate platform sources to a single conformed
(or normalized) format, and converts the conformed data
into bitmap data. In particular, user data is obtained from
various disparate data sources and formats and converted to
a “conformed” (or normalized) user data set in a conformed
user data set server by Conforming Logic, which uses a
Conform Mapping Schema, to provide key predetermined
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search attributes (or child or sub-attributes) having a com-
mon or “conformed” user data set format or “structure”.

[0027] The “conformed” user data set (having the latest
conformed user data) is then converted into a quickly-
searchable bitmap format by Loader Logic, which uses a
Bitmap Mapping Schema to create (or populate) an output
bitmap index file having a predetermined bitmap structure,
e.g., Roaring bitmap, using a bitmap creation/query soft-
ware, e.g., Pilosa (an open source version of Roaring), the
bitmap having the latest actual user data from the conformed
user data set in a bitmap format. Instead of Pilosa, other
implementations of the Roaring bitmap structure may be
used if desired, and other bitmap structures other than
Roaring may be used if desired. The present disclosure can
take any input data or any data set (or sets) and represent it
in the Roaring structure/system by creating the Bitmap
Mapping Schema discussed herein.

[0028] The Bitmap format may be a standard bitmap data
in a standard X,Y integer bit map representation or Bit-
Sliced Indexed (BSI) Bitmap format, or any other Bitmap
format, or a combination thereof. Other bitmap representa-
tions may be used if desired provided they provide accept-
able function and performance.

[0029] The Bitmap Mapping Schema (used by the Loader
Logic to create the bitmap) is created by Analyzer Logic
which receives (or reads) the conformed user data set and
creates the bitmap mapping schema (or mapper library),
which enables the creation of the output bitmap index (or
table or database) for the conformed user data set (using the
Loader Logic and bitmap creation/query software). In addi-
tion, the Analyzer logic can generate a bitmap mapping
schema for any type of bitmap index or structure.

[0030] The present disclosure allows for much faster
searching time than if the data was not converted to bitmap
format, and allows for many different types of data to be
linked and converted to bitmap format which is more
efficient for searching/queries.

[0031] The present disclosure provides a system and
method to normalize (or conform) the data from different
sources and formats and convert the conformed data to a
format that is capable of being searched extremely quickly,
given the enormous amount of data (e.g., over 1 terabyte per
day) that must be searched. Also, the users have multiple
touchpoints with the system, e.g., desktop, apps, tablet,
connected TV, and the like, and the collected data from these
touchpoints are kept in independent servers or pockets. Also,
there is a significant amount of duplicated data and each data
set comes with information about a different set of users. The
system of the present disclosure takes the data from different
servers and different users and converts it to bitmaps capable
of being searched very fast in real time. Thus, the system of
the present disclosure provides a comprehensive, easy to use
system capable of extremely fast searches on large volumes
of disparate data.

[0032] FIG. 1 illustrates various components of a system
10 for converting user data into bitmap data of the present
disclosure, which includes a plurality of users (or guests),
e.g., User 1 (30) to User N (36), which may be referred to
generally herein as the user 30 or users 30, each user 30
interacting with one or more computer-based user devices
11, such as a tablet 12, smartphone 14, laptop 16, desktop 18,
smart TV 20, and other devices/sources, and one or more
similar devices 11 associated with UserN.
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[0033] The user devices 11, may be connected to or
communicate with each other and other devices and servers
in the system (discussed herein), through a communications
network 60, such as a local area network (LAN), wide area
network (WAN), virtual private network (VPN), peer-to-
peer network, or the internet, wired or wireless, as indicated
by lines 58, by sending and receiving digital data over the
communications network 60. If the user devices 11 are
connected via a local or private or secured network, the user
devices 11 may have a separate network connection to the
internet for use by web browsers running on the user devices
11.

[0034] In some embodiments, the user devices 11 may
each have the appropriate software applications (Apps) and
web browsers 22 to connect to or communicate with the
internet/network 60 to obtain desired content in a standard
client-server based configuration to obtain the needed data
and files to execute the logic of the present disclosure. The
user devices 11 may also have local digital storage located
in the device itself (or connected directly thereto, such as an
external USB connected hard drive, thumb drive or the like)
for storing data, images, audio/video, documents, and the
like, which may be accessed by the App/Browser 22 running
on the user devices

[0035] Also, the computer-based user devices 11 may also
communicate with various computer servers 50-56 via the
network 60 to run various apps or access webpages or save
data associated with same, e.g., Fantasy Sports Server 50,
Mobile App Server 52, Streaming/Podcast Server 54, Web-
site Server 56, which host the various platforms that the
Users 30 interact with.

[0036] In addition, there may be data source servers 66-76,
e.g., registration server 68, Fans Server 70 (or Fans Engage-
ment Server), Clickstream Server 72, Ads Server 66, which
track various user activity and store user data associated
with the Users interaction with the various platforms, prod-
ucts and applications. Also, each of the servers 50-56 may
have user “click-monitoring” software application or mod-
ule 62 running thereon, which monitors the user clicks or
interactions, e.g., Adobe® Clickstream, and collects data
regarding user clicks on content links, e.g., links for article/
stories, videos, audio sound-track/podcast, websites, or
other content-related clickable links, including tracking mul-
tiple levels of clicks or click-throughs or navigation clicks
through numerous web pages.

[0037] The data from the Clickstream App 62 from each of
the product or platform servers 50-56 provide a real-time
user activity data set to a Clickstream Server 72 having a
predefined data format defined by the Clickstream product.
[0038] Also, each of the servers 50-56 may have an
“Ads-monitoring” software application or module 64 which
monitors the advertisements that are provided (or “served”)
to the user during a user’s interaction with the platforms,
products and applications, e.g., Google® DoubleClick Plat-
form, and collects data regarding user clicks on the adver-
tisement links or images and provides data and statistics on
advertisement “impressions”, which can be used to deter-
mine value for advertisers.

[0039] The data from the Ads-monitoring App/module 64
from each of the product or platform servers 50-56, provide
a real-time user activity data set to an Ads Server 66 having
apredefined data format defined by the DoubleClick product
or platform. In some embodiments, the Ads app/module may
indicate that an ad has been served and the Ads Server
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software monitors the user activity to determine click-
throughs or ad-response clicks by the users.

[0040] Also, there may be a Registration Server 68, which
receives user registration data from any of the products or
platforms, e.g., Fantasy Sports Server 50, which collect such
data. For example, if User 1 (30) registered for Fantasy
Sports team, the Registration Server 68 would collect the
data associated with whether a user is registered for (or
plays) a Fantasy game. The data stored in Registration
Server 68, provides a real-time user activity data set regard-
ing user registration data having a predefined data format
and labels or attributes or fields defined by the registration
server software which may be resident in the Registration
Server 68.

[0041] Similarly, there may be a Fans Server 70 (or Fans
Engagement Server), which receives user sports fan-related
data from any of the products or platforms, e.g., Fantasy
Sports Server 50, ESPN Sports Mobile App Server 52,
which collect such data. For example, if User 1 (30)
answered questions in his profile regarding favorite team(s)
or favorite sports(s), the Fans Server 70 would collect the
data associated with what teams or sports the user is has
indicated are his favorites or are interested in following. This
server may also track and save information about what
fantasy teams the user plays on, what sports the users plays,
and what players the user follows or plays in fantasy
leagues. The data stored in the Fans Server 70, provides a
real-time user activity data set regarding user sports fans
data having a predefined data format and labels or attributes
or fields defined by the Fans Server software, which may be
resident on the Fans Server 70.

[0042] Accordingly, the servers 66-72, may be referred to
herein as “data source” servers 66-74. Any other or addi-
tional data source servers that provide data or information
about the user that may be used for queries or searches may
be used if desired.

[0043] The present disclosure receives data from the data
source servers 66-72, which each may have their own unique
data formats and labels/fields/attributes for the same infor-
mation/ data and converts them into a bitmap data set in
bitmap format using Bitmap Creation (or Generation) Logic
75 (discussed hereafter) stored on a Bitmap Creation Logic
Server 74. The Bitmap Creation Logic 75 creates a “con-
formed” (or normalized) user data set (discussed hereafter),
which is stored on a Conformed Data Set Server 76 using a
Conform Mapping Schema (discussed hereinafter) stored on
a Mapping Schema Server 78. Then, the Bitmap Creation
Logic 75 receives the conformed data set and converts it into
a quickly-searchable “bitmap” format, using a Bitmap Map-
ping Schema stored on the Mapping Schema Server 78 to
create (or populate) the Bitmap Index User Data Set file
(discussed hereinafter), which is stored on a Bitmap Index
User Data Set Server 80, together with the use of a Bitmap
Loading/Query Tool 214 which may be stored on a Bitmap
Loading/Query tool Server 82.

[0044] A client 88 may run queries on the bitmap index
user data set stored on the bitmap index user data set server
80 using a Bitmap loading/query tool via a computer 84
having the appropriate software applications Query Ul App
86 and web browser (as needed) to connect to or commu-
nicate with the Bitmap Loading/Query Tool Server 82 as
needed to provide the desired queries and results.

[0045] The servers shown in FIG. 1 may be any type of
computer server with the necessary software or hardware
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(including storage capability) for performing the functions
described herein. Also, the data source servers 66,68,70,72
(or the functions performed thereby) may be located, indi-
vidually or collectively, in a separate server on the network
60, or may be located, in whole or in part, within one (or
more) of the product or platform servers 50-56 on the
network 60. Also, the data source servers 66,68,70,72 (or the
functions performed thereby) may be located, individually
or collectively, in a separate server on the network 60, or
may be located, in whole or in part, within one (or more)
servers on the network 60.

[0046] Referring to FIG. 2, various components (or
devices or logic) 200 for converting user data from disparate
sources into bitmap data of the present disclosure, includes
the Bitmap Creation Logic 75, which may be viewed as
having (or calling) three main components: Conforming
Logic 202, Analyzer Logic 208, and Loader Logic 212. The
Conforming Logic 202 receives user data from the disparate
data sources 66,68,70,72 (having different data formats) and
converts the data to a “conformed” (or normalized) user data
set 206 on the Conformed User Data Set Server 76, using a
Conform (or Normalizer) Mapping Schema 204 stored on
the Mapping Schema Server 78, to provide a common or
“conformed” user data set format or “structure”, having
desired “attributes” (e.g., top-level or parent attributes, and
child or sub-attributes) and corresponding common or “con-
formed” data types (e.g., string, integer, Boolean, etc.),
referred to as a Conformed User Data Set 206. The attributes
in the Conform Mapping Schema are typically chosen based
on what data is likely to want to be searched by the client 88
(FIG. 1).

[0047] The Analyzer Logic 208 receives (or reads) the
Conformed User Data Set 206 and creates a Bitmap Map-
ping Schema 210 (or mapper library) stored on the Mapping
Schema Server 78 (FIG. 1), which is used by the Loader
Logic 212 to create (or populate) the bitmap index file
having a predetermined bitmap structure including data
fields and data mapping strategies defined in the Bitmap
Mapping Schema 210. In particular, the Analyzer Logic 208
determines fields and statistics (or metadata or data about the
user data) for actual data values for all users for each of the
attributes in the Conformed User Data Set 206 and creates
“mapping strategies” needed to map the user data into
bitmap format, which are stored in a Bitmap Mapping
Schema. The Analyzer Logic 208 can generate the Bitmap
Mapping Schema 210 for any type of bitmap index or
structure (discussed more hereinafter). The Analyzer Logic
208 may only need to be run (or executed) when creating the
initial Bitmap Mapping Schema 210 and when the data
structure of the Conformed User Data Set 206 has changed,
e.g., when a user data attribute or sub-attribute is added or
removed from the conformed user data set 206. For
example, this may happen when the Client 88 updates the
desired search attributes in the Conform Mapping Schema,
such as when a new sports team is added to a league or a new
web browser or user device is available on the market.

[0048] As discussed more herein, the Analyzer Logic 208
analyzes the conformed (normalized) user data and deter-
mines the “structure” of the user data being received, and
generates statistics on the data or metadata (i.e. data about
this data). The metadata represents what “type” of data is
contained in each attribute/field (e.g., integer, string, range
index, Boolean, floating point). If the input data is already
conformed (or normalized) and data types are provided, the
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Analyzer Logic may only do minimal conversion work to
create for the Bitmap Mapping Schema. However, if the user
data is not conformed (or normalized) or only partially
conformed (or partially normalized), the Analyzer Logic 208
may determine what the data structure is and generates the
mapping strategy (or schema) in a manner that is agnostic to
(or independent of) the original data structure, so that the
data set can be loaded into Roaring bitmap (Pilosa). The
Analyzer Logic 208 also determines the type of bitmap data
format, such as Standard (Std) Bitmap or Bit-Sliced Index
(BSI) Bitmap, as discussed herein. Also, the Analyzer Logic
208 may use logic based on predetermined business rules to
handle or reconcile conflicting data.

[0049] The Loader Logic 212 receives (or reads) the latest
actual conformed user data from the Conformed User Data
Set 206 and converts (or “maps”) the conformed user data
into bitmap format using the Bitmap Mapping Schema 210
and a Bitmap Loading/Query Tool 214 software, to create a
Bitmap User Data Set 220 stored on the Bitmap Index User
Data Set Server 80, the Bitmap Index User Data Set 220
having the latest actual conformed user data from the
conformed user data set stored in a bitmap format. The
Bitmap Index User Data Set 220 may have a predetermined
bitmap structure, e.g., “Roaring” bitmap, which may be
created using the Bitmap Loading/Query Tool 214 software,
e.g., Pilosa (an open source version of Roaring). Any other
software tool may be used for the logic 214 if desired,
provided it provides the desired function and performance
described herein. Also, any other type of bitmap format or
structure other than Roaring and Pilosa may be used if
desired, provided it provides the desired function and per-
formance described herein.

[0050] Ifthe Conform Mapping Schema 204 changes, e.g.,
when a user data attribute or sub-attribute is added or
removed from the Conform Mapping Schema 204, the
structure of the conformed user data set 206 will change
accordingly by the Conforming Logic 202. In that case, a
data structure change command (or flag) may be provided to
the Bitmap Creation Logic 75, which will cause it to call or
run (or execute) the Analyzer Logic 208, causing the Ana-
lyzer Logic 208 to update the Bitmap Mapping Schema 210.
In some embodiments, the Analyzer Logic 208 may provide
a Done flag indicating that the Bitmap Mapping Schema has
been updated.

[0051] In some embodiments, the Conforming Logic 202
may be automatically run daily (or multiple times a day) to
update the Conformed User Data Set 206 and the Analyzer
Logic 208 may be automatically run once a week or once a
month to ensure the Conformed Data Set structure is up to
date (in addition or instead of receiving a structure change
flag from the Conforming Logic 202. Other run schedules
may be used if desired provided it provides user data that is
acceptable for the desired searching or queries.

[0052] The Bitmap Creation Logic 75 may also have
mapping correction/update logic 230, which reviews the
Mapping Schemas 204,210 and corrects or updates them as
appropriate.

[0053] The Bitmap Loading/Query Tool 214 may also be
used to access the Bitmap Index user data set 220 which has
the latest user data stored in easily searchable Bitmap format
(discussed hereinafter). In that case, client device/computer
84 may have a Query Ul App 86 that calls or queries the
Bitmap Loading/Query Tool 214 and the Bitmap Mapping
Schema 210 using predefined search strings and returns
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results about the user data in a predefined format that may
be stored in the computer/device 84 and viewed by the client
88, or communicated to other devices or servers via the
network 60 (FIG. 1) for reporting, analysis, storage or other
purposes. The Query Ul App 86 and the Bitmap Loading/
Query Tool 214 may be combined into a single software
application if desired. Also, Query Ul App 86 may also
allow the Client to edit/update the Conform Mapping
Schema or the Bitmap Mapping Schema as needed to
provide the desired function and performance.

[0054] Referring to FIG. 2A, a flow diagram 250 illus-
trates one embodiment of a process or logic for creating (or
generating) the Bitmap Index User Data Set 220, which may
be implemented using the Bitmap Creation Logic 75 (FIGS.
1 and 2). The logic 250 begins at a block 252, which obtains
the latest version of the Conform Mapping Schema, based
on current desired attributes. Next, a block 252 runs the
Conforming Logic 202 (FIG. 6) to create or update the
Conformed User Data Set (for Users1-N) 206 (FIG. 2) for
each UserID using the Data Sources 11 and the Conform
Mapping Schema 204.

[0055] Next, block 256 determines if this is the first time
providing the Bitmap Mapping Schema or if structural
changes have occurred in the Conformed User Data Set or
Bitmap Mapping Schema, (i.e., if the data structure of the
Conform Bitmap Schema or the resulting Conformed User
Data Set has changed). In some embodiments, this may be
done by checking a flag from the Conforming Logic 202,
which indicates that the structure of the Conformed User
Data Set 206 has changed.

[0056] If so, block 258 runs the Analyzer Logic 208
(discussed herein with FIG. 7), to create an initial or updated
Bitmap Mapping Schema 210 using the latest Conformed
User Data Set 206. Next, block 260 runs the Loader Logic
212 (discussed more herein with FIG. 13) which loads the
latest update of the Conformed User Data Set 206 (having
the most recent user data values) into the Bitmap Data Set
220 for each UserID, using the Bitmap Mapping Schema
210.

[0057] Next, block 262 reviews the Conform Mapping
Schema 204 and Bitmap Mapping Schema 210 and deter-
mines if a mapping error exists or an update is needed. If so,
block 264 makes the necessary correction or update to the
appropriate Mapping Schema, and the logic 250 exits. In
some embodiments, the blocks 262,264 may be referred to
as correction/update logic which may be used to identify
erroneous or incorrect mapping, or updates in attributes or
attribute values and automatically correct the Bitmap Map-
ping Schema file or the Conform Mapping Schema file as
appropriate. Such correction/update logic may use machine
learning or artificial intelligence to identify mapping errors
(e.g., in commonly-used fields) or identify new attributes/
fields or attributes/fields values based on user activity or
market availability, and may update the Bitmap Mapping
Schema file or the Conform Mapping Schema file accord-
ingly.

[0058] Other correction/update logic may be used if
desired and such correction/update logic may reside in the
Bitmap Creation Logic 75, the Analyzer Logic 208, the
Loader Logic 212, the Query Ul App 86, the Conforming
Logic 202 or as standalone logic that interacts with the
appropriate logics or servers described herein to create the
desired function and performance. Also, in some embodi-
ments, one or more of the Conforming Logic 202, the
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Analyzer Logic 208 and the Loader Logic 212, the Bitmap
Loading/Query Tool 214 and the Query UI App 86, may be
part of the Bitmap Creation Logic 75, if desired.

[0059] The Bitmap Creation Logic 75 (and, in particular,
the Conforming Logic 202 and the Loader Logic 212) may
be run on a periodic basis, e.g., weekly, daily, hourly, every
minute, every second, to update the bitmap with the latest
user data. Other update rates may be used if desired. Also,
in some embodiments, the Conforming Logic 202 may load
the latest user data into the Conformed User Data Set
without specifying a data “type” (or “untyped” data), and the
Analyzer Logic 208 may be used to determine the data type
as part of the mapping strategy.

[0060] Referring to FIG. 3, an illustration is shown of how
the Conforming Logic creates the Conformed User Data Set
for each user (Userl to UserN) using the Conform (or
Normalizer) Mapping Schema 204. In particular, the Loader
Logic 212 receives (or retrieves) each Attribute 302 and
Sub-Attribute 304 from the Conform Mapping Schema 210,
and the source or sources (Data Source, Field, and Logic)
308 for the Attribute/Child-Attribute (or Sub-Attribute) and
the desired resulting conformed data type (Type) 306, as
indicated by a line 310. Also, the Conforming Logic 202
may use logic 314-320, based on predetermined business
rules, to handle or reconcile conflicting data, as discussed
herein.

[0061] When finished, the Conforming Logic 202 creates
the Conformed User Data Set 220 having separate data sets
or sections 350-354 for each of the users (Userl to UserN),
having the desired attributes and sub-attributes and con-
formed (or normalized) data format types from the Conform
Mapping Schema, and values from the various data sources
whose data type format have been conformed (or reconciled
or normalized) based on the conformed “Type” field in the
Conform Mapping Schema 210.

[0062] For example, the “UserID1” attribute for Userl
may have numerous different sources (e.g., Registration
Server 68, Fans Server 70, Clickstream Server 72, and Ads
Server 66) with data values having various different formats,
e.g., the Registration Server format may be a binary data
type, the Fans Server format may be a String type, the
Clickstream may be an SWID code stored in a String type,
and the Ads Server may be an SWID code stored in binary
format. The Conforming Logic 202 reconciles this (shown
as UserlD Logic 314), e.g., as a string format, using the
Conform Mapping Schema 210, to a common format indi-
cated in the “Type” field 306 of the Conform Mapping
Schema 210, which would get stored in the Conformed User
Data Set 206 together with the corresponding “Attribute”
and “Child Attribute” (if applicable) fields 302,304, as
indicated by the lines 320,322,324, respectively. The UserID
Logic 314 would also store the conformed UserID1 value in
a UserID1 field 330, shown as a header for the Userl data
set 350.

[0063] The present disclosure creates a centralized user
lookup (or UserID) based on a standardized user identity.
This provides a complete view of each user across multiple
sources. In particular, each set of user data that comes into
the system (from the various data sources) is associated with
some form of ID or UserID. Since the data is coming from
disparate sources, a single user may be represented by
multiple different IDs across various products/platforms. To
the extent possible, the Conforming Logic links the user data
to a single, standard UserID identifying the user. In some
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embodiments, the present disclosure may use an “ID graph”,
which may be a table, database or data structure which to
links various IDs to each other (along with the associated
data). Also, the logic is capable of working with any type of
user identity, such as a cookie, device ID, IP address, or the
like. In some embodiments, for users or fans who do not sign
up (or register) for any products or services, the system of
the logic may use the device ID as the primary UserID.
[0064] In some embodiments, an SWID Tag (if available)
may serve as the “master ID” to which other IDs are linked
for a given user. SWID Tags, or SoftWare [Dentification
tags, are defined by the ISO/IEC 19770-2:2009 specifica-
tion, published by the International Organization for Stan-
dards (ISO), and may be XML files (or other files), each of
which may be associated with a specific software product.
For a given SWID, the present disclosure may use the “ID
graph” to determine what other ID’s are known for that user.
The ID graph may use probabilistic matching to associate
various ID’s with each other in cases where there is no direct
correlation. For example, if a device ID is sent with no
SWID, then the SWID for the last logged-in account for that
device ID is assumed and the date is associated with that
SWID. In some embodiments, when no SWID or device ID
is available, or when the user is using a system or device that
does not use SWIDs, the logic may use a cookie, IP address,
or the like.

[0065] As another example, the user attribute “Gender”
may have two different sources (Registration Server 68 and
Fans Server 70) with data values having two different
formats, e.g., the Registration Server format may be a
three-value string data type (M=1, F=2, U=3), and the Fans
Server format 312 may be a Boolean type (M=1; F=0). The
Conforming Logic 202 will reconcile this (shown as Gender
Logic 316) using the Conform Mapping Schema 210, as a
three value string M,F,U format, which would get stored in
the Conformed User Data Set 206 for that attribute.
[0066] Similarly, the user attribute “Age” may have two
different sources (Registration Server 68 and Fans Server
70) with data values having two different formats, e.g., short
integer and integer. The Conforming Logic 202 will recon-
cile this using the Conform Mapping Schema 210 (shown as
Age Logic 322), e.g., as an integer format, which would get
stored in the Conformed User Data Set 206 for that attribute.
[0067] Similarly, the user attribute “Device ID” may have
two different sources (Registration Server 68 and Fans
Server 70) with data values having two different formats,
e.g., binary and string. The Conforming Logic 202 will
reconcile this using the Conform Mapping Schema 210
(shown as Device ID Logic 317), e.g., as a string format,
which would get stored in the Conformed User Data Set 206
for that attribute.

[0068] In some cases, the attribute may have only one data
source, such as that shown for “Content Act” (or Content
Activity), which indicates whether the user clicked on any
content (e.g., an article, audio, video, or other content link),
which is saved in the Clickstream server. In that case, there
may be a Parent Attribute and Child Attributes associated
with this item, as well as logic to determine information
about certain parameters (e.g., Click Path of user), and the
Content Logic 318, will identify the needed information
from the Clickstream Server 72 (as indicated in the Conform
Mapping Schema) and provide the conformed data and type
to the Conformed User Data Set 206. A similar situation may
exist for the Ads Act (Advertisement Activity monitor)
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attribute (and child attributes) on the Ads Server 66. Other
logic 321 may exist for the other attributes and child
attributes as needed.

[0069] Referring to FIG. 4, a sample Conform Mapping
Schema table 400 is shown, including the desired Attributes
302, Child or Sub-Attributes 304, and conformed attribute
data types 306 (for Attributes and Sub-Attributes). In par-
ticular, the table 400 shows Top-Level (or Parent) Attributes
having no Sub-Attributes, e.g., user id, is_registered, gender,
age, plays_fantasy, latitude, and longitude; and shows Sec-
ond-Level (or Child or Sub) Attributes indicated as an
“array” type, e.g., stated_teams_favorites, states_sports_
favorites, device_id, location, content activity, ads_activity.
Also included in the Conform Mapping Schema Table 400,
for illustrative purposes, is a brief sample Attribute Descrip-
tion 402 of some of the attributes and sub-attributes, and
Example Values 406 showing sample values for some of the
attributes. These fields 402,410 may not be in the actual
Conform Mappin Schema, but are shown here for illustra-
tive purposes.

[0070] Referring to FIG. 5, a more detailed sample of the
resulting Conformed User Data Set 220 is shown for Users1-
N, including the desired top-level conformed Attributes 502
(mapped from the Attributes 302 of the Conform Mapping
Schema in FIG. 4), desired Child or Sub-Attributes 504
(mapped from the Sub-Attributes 304 of the Conform Map-
ping Schema in FIG. 4), conformed attribute data types 506
for Attributes and Sub-Attributes (mapped from the Sub-
Attributes 306 of the Conform Mapping Schema in FIG. 4),
and user data Values 510. In particular, the Conformed User
Data Set 220 in FIG. 5 shows Top-Level (or Parent) Attri-
butes 502 and Second-Level (or Child or Sub) Attributes
504, a single column for data Type 506, e.g., string, integer,
Boolean, float, and the like; and the user data Values 510.
The Conformed User Data Set 202 may be a “flattened” data
structure (e.g., a text file) consisting of a textual represen-
tation of user data which can be easily retrieved, reviewed
and parsed by the Analyzer Logic 208 and Loader Logic 212
as needed. Any other data format for the Conformed User
Data Set 202 may be used if desired.

[0071] Referring to FIG. 6, a flow diagram 600 illustrates
one embodiment of a process or logic for creating the
conformed user data set 206 (FIG. 2), which may be
implemented using the Conforming Logic 202 (FIGS. 2 and
3). The logic 600 begins at a block 602, which receives the
Data Sources 11 and the Conform Mapping Schema 204.
Next, a block 604 receives the UserID sources, source fields
to retrieve the UserID from, and Logic (as needed), from the
Conform Schema and retrieve UserID values from the
corresponding data Sources/Fields. Next, a block 606 rec-
onciles the UserID values to a common format as indicated
in the Conform Schema. Next, a block 608 saves the
conformed UserID value in the Conformed User Data Set
206. This sets up the User ID for this user.

[0072] Next, a block 610 receives, for a given Attribute,
the Attribute Sources, source Fields to retrieve the Attribute
from, and Logic (as needed), from the Conform Schema 204
and retrieves Attribute values from the corresponding data
Source(s)/Field(s). Then, a block 612 determines if there are
multiple different data formats or logic to perform. If so, a
block 614 reconciles the values to a common format and
performs logic (as needed) per the Conformed Mapping
Schema for that attribute. After block 614, or if the result of
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block 612 was NO, a block 616 saves the Attribute value in
the Conformed User Data Set for the current UserID.
[0073] Next a block 618 determines if all the Attributes
have been reviewed for a value. If not, a block 620 goes to
the next Attribute in the list for this UserID and repeats the
blocks 610-616 for the next Attribute until all the Attributes
for a given UserID is completed. If the result of block 618
is Yes, all Attributes for this UserID have been updated with
a value (if available), and a block 622 determines if all the
UserIDs have been reviewed. If not, a block 624 goes to the
next UserID and the logic returns to block 604 to obtain the
next UserID. If the result of block 622 is Yes, all UserIDs
have been reviewed for all of their respective attributes (if
available), and the logic exits.

[0074] Referring to FIG. 7, a flow diagram 700 illustrates
one embodiment of a process or logic for creating or
updating (when needed) the Bitmap Mapping Schema file
210 (FIG. 2), which may be implemented using the Analyzer
Logic 208 (FIGS. 2 and 3). As discussed with the Bitmap
Creation Logic of FIG. 2A, the Analyzer Logic 208 may be
performed after performing the Conforming Logic 202, e.g.,
initially and when the Conform Mapping Schema changes
the structure of the Conformed User Data Set.

[0075] The Analyzer Logic 208 receives (or ingests) text
or binary (or other format) data files as input data and
outputs the Bitmap Mapping Schema 210. For each user in
the input user data set, e.g., the Conformed User Data Set
206, the Analyzer Logic 208 determines what type of data is
in each attribute/field. In cases where the data “Type” is not
provided in the conformed data set 206, the Analyzer Logic
208 determines if the data type is Boolean, Integer, Floating
Point, Date, or String (independent of the data format
received). For numbers (integers, floating point, etc.), the
determines the minimum and maximum values and number
of values. For Strings, the Analyzer Logic keeps track of the
length (cardinality) of Strings, the number of entries and
number of different values/strings, and then generates the
mapping strategy to map the user data into the bitmap
format. For “date” fields, the Analyzer Logic keeps track of
the number of occurrences. In general, “dates” may appear
in multiple formats from various different data sources. For
Roaring, the Analyzer Logic 208 converts all “dates” into 2
integers, independent of the format of the originally ingested
“date” data. Such data analysis is described further with the
below logic.

[0076] In particular, the logic 700 begins at a block 702,
which receives the Conformed User Data Set 206. Next, a
block 704 receives the value and data type for the current
UserID and current Attribute, from the Conformed User
Data Set 206.

[0077] Next, a block 706 determines and updates the
statistics for the current Attribute based on the attribute
value for this UserID and saves the result in the on the
Schema Server, which may be performed by Analyzer—
Data Statistics Logic 800 shown in FIG. 8 (discussed
hereinafter). Next, a block 708 determines if all the UserIDs
for this attribute have been reviewed. If not, block 710 goes
to the next UserID and the logic returns to block 704 to
obtain the value and data type. If the result of block 708 is
Yes, all UserIDs have been reviewed for the current attri-
bute, and block 712 determines if all the attributes have been
reviewed. If not, a block 714 goes to the next Attribute and
the logic returns to block 704 to repeat steps 704-708 until
all the Attributes for a given UserID is reviewed. If the result
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of block 712 is Yes, all Attributes for all the UserIDs have
been reviewed and block 716 determines a Mapping Strat-
egy for current Attribute (Field) based on Attribute value
statistics which may be performed by Analyzer—Mapping
Strategy Logic 1000 shown in FIG. 10 (discussed hereinaf-
ter).

[0078] Next, once a mapping strategy has been determined
for the Attribute, a block 718 saves the resulting “Field”
name (corresponding to the source Attribute name) and
corresponding Mapping Strategy and associated Metadata in
the Bitmap Mapping Schema file for the current Attribute
being reviewed. Next, block 720 determines if all the source
Attributes have been mapped. If not, block 722 goes to the
next Attribute and the logic returns to block 716 to repeat
steps 716-718 until a Field and Mapping Strategy and other
Metadata are assigned/determined for all the source Attri-
butes. If the result of block 720 is Yes, a Field and Mapping
Strategy and Metadata have been assigned/determined for
all the source Attributes, and the Bitmap Mapping Schema
210 creation/update is complete, and the logic exits.

[0079] The resulting Bitmap Mapping Schema (and map-
ping strategies therein) created/updated by the Analyzer
Logic 208 may be reviewed or edited/modified by the Client
(e.g., a marketing person or other client) by editing the
Bitmap Mapping Schema file (also referred to herein as the
“config.” file) or the Conform Mapping Schema file, to
identify or correct erroneous or incorrect mapping, or to
input updates in attributes or attribute values, e.g., using the
Query UI App 86, as discussed more with FIG. 15.

[0080] In some embodiments, as discussed herein with the
Bitmap Creation Logic 75 in FIG. 2A, correction/update
logic (blocks 262,264) may be used to identify erroneous or
incorrect mapping, or updates in attributes or attribute
values and automatically correct the Bitmap Mapping
Schema file or the Conform Mapping Schema file, using
e.g., machine learning or artificial intelligence as discussed
herein.

[0081] Referring to FIG. 8, a flow diagram 800 illustrates
one embodiment of a process or logic for implementing
block 706 of the Analyzer Logic 208 for determining and
updating statistics for source attributes values, which may be
implemented using the Analyzer—Data Statistics Logic 800.
The logic 800 begins at a block 802, which determines if the
value of the attribute is true or false (or yes/no). If so, a block
804 marks the attribute as Boolean and the logic exits. [f not,
a block 806 determines if the value can be parsed as an
integer. This may be done by calling a known parsing
function or tool or routine in a routine library, such as “GO
LANG” or “LANG”, with the desired data and data type to
attempt to parse, e.g., integer, float, or others, and which
returns two values. If the parsing function was able to parse
the value in the desired data type, e.g., integer, it returns the
integer number and a true flag. If the parsing function was
not able to parse the value in the desired data type, e.g.,
integer, it returns a O (or Nill) value and a false flag.

[0082] If it parses as an integer, block 808 checks if it is
a min or max value so far, and if so, the min/max values are
updated/saved in the metadata. Also, an integer counter is
incremented in block 808. After performing block 808, or if
the result of block 806 is NO, block 810 determines if the
value can be parsed as a floating point number (a number
with numbers on both sides of the decimal point). If so,
block 812 checks ifit is a min or max value so far, and if so,
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the min/max values are updated/saved in the metadata. Also,
a float counter is incremented in block 812, and then the
logic exits.

[0083] If the result of block 810 is NO, a block 814
determines if the value parses as a date. This may be done
by calling a known specialized library state machine pattern-
matching open source utility tool, such as “PARSE DATE”,
with the desired date data to attempt to parse as a Date, and
which returns two values. If the parsing function was able to
parse as a date, the utility returns a date format descriptor
(e.g., data or date/time, based on language used), and a
Y-true value or flag. If the parsing function was not able to
parse the value in the desired data type, e.g., integer, it
returns a 0 (or Nill) value and a false value or flag. If the
result of block 810 is Yes (parsable as a date), block 816
increments a Date counter, and the logic exits.

[0084] If the result of block 814 is NO, a block 818
determines if the value parsed as an integer in block 806. If
s0, the logic exits as the value has already been identified as
an integer. If the result of block 818 is NO, the value did not
a Boolean value and did not parse as an integer or a floating
point number, and, thus, the value is handled as a “string”
type.

[0085] Next, block 820 determines if the string enumera-
tion value for this string has been seen before. Block 820
may also calculate the string enumeration value for this
string. If so, block 822 increments a value counter for that
value and the logic 800 exits. If the result of block 820 is No,
this is the first time seeing this string and block 824 adds the
string to a string enumeration table and increments a map
size counter for the attribute. Next, block 826 determines if
map size value counter is greater than a predetermine high
cardinality threshold, e.g., max. 500 values. If so, the
attribute is marked as high cardinality string at block 828
and the logic 800 exits. If not, the logic 800 exists.

[0086] Referring to FIGS. 9A and 9B, an example of a
string enumeration map/table 900 and a data type counter
table 950 are shown, respectively. The string enumeration
map/table 900 shows three example sub-tables for team
name 902, browser 904, and video title 906. In the far left
column of each table shows the tally of how many different
values (or strings) there were (which may in some embodi-
ments be the string enumeration value), the center column
shows the string value and the right column shows the
number of users that selected that string value. In some
embodiments, the tables 902-906 may include a separate
string enumeration column which may be a unique value or
code assigned to each string value. For example, for team
name, there may be a table or map that provide or assigns a
unique code for each sports team, e.g., Bears=32;
Wolves=10; Hawks=55; Lions=20; Tigers=130; and the
like, for all sports teams in all sports. In that case, the value
column may be replaced by the team code, or both columns
may exist.

[0087] For the Team Name table 902, there were a total of
105 different string values (team names) selected by all the
users, which is less than the High Cardinality (HC) Thresh-
old of e.g., 500 values; thus, this string is not mapped as high
cardinality (not HC), and can be mapped as a standard String
Enumeration value. Similarly, for the Browser table 904,
there were a total of 10 different string values (browser
names), which is less than the High Cardinality (HC)
Threshold of, e.g., 500 values; thus, this string is not mapped
as high cardinality (not HC), and can be mapped as a
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standard String Enumeration value. However, for the Video
Title table 906, there were a total of 2,000 different string
values (video titles), which is greater than the High Cardi-
nality (HC) Threshold of e.g., 500 values; thus, this string is
mapped as High Cardinality String (HC String), and can be
mapped using a known “hashing” algorithm or tool, such as
Murmur32 (for 32 bit), which provides a unique integer
value for each title (also referred to herein as StringHash
mapping).

[0088] Referring to FIG. 9B, the data type counter table
950 shows an example of the type counter that is used to
tally how many of each data type (non-Boolean) occurring
in analyzing the user data which may be used by the
Analyzer Logic to determine the mapping strategy for the
conformed data set. The far left column the table 950 shows
the attribute name (e.g., Team Name, Browser, Device 1D,
Title, etc.) and the next four columns show the total tally (or
total count) of how many times that attribute was identified
as an Integer, Floating point number, Date, and String,
respectively. These values may be used to determine the
mapping strategy as discussed herein.

[0089] In some embodiments, the Data Statistics Logic
800 may use the “Type” field provided in the Conform
Mapping Schema to determine certain statistics about the
data, e.g., Boolean, floating point, integer, and the like. In
that case, the logic 800 may be simplified (e.g., by not
needing to parse the data values to determine data type), and
may use the information in the Type field to make this
determination.

[0090] Referring to FIG. 10, a flow diagram 1000 illus-
trates one embodiment of a process or logic for implement-
ing block 716 of the Analyzer Logic (FIG. 7) for determin-
ing and updating the mapping strategy for attributes, which
may be implemented using the Analyzer—Mapping Strat-
egy Logic 1000. The logic 1000 begins at a block 1002,
which determines if the attribute data type is has been
marked as Boolean. If so, block 1004 maps the attribute as
Boolean (BoolDirect) having a Standard (Std) Bitmap data
format and the logic proceeds to block 1026 where the Field
and Mapping Strategy are saved in the Bitmap Mapping
Schema file and the logic exits. If the result of block 1002
is NO, block 1006 determines if the Date Counter is greater
than the Integer Counter and if the Date Counter is greater
than 99% of the total value count for that attribute. Other
threshold values for the Date Counter may be used if
desired. If Yes, block 1008 maps the attribute as DateTime
having a Bit-Sliced Index (BSI) Bitmap data format
(DateBSI) and the logic proceeds to block 1026 where the
Field and Mapping Strategy are saved in the Bitmap Map-
ping Schema file. BSI data format is discussed in more detail
hereinafter.

[0091] If the result of block 1006 is NO, block 1010
determines if the Float Counter is greater than one (1), i.e.,
a single occurrence of floating point may be sufficient to set
it as Float. Other threshold values for the Float Counter may
be used if desired, such as 2 to 100 to allow for data entry
errors or ID codes having decimal points, or X% of the
values may be used (similar to that used for the integer or
date counters). If Yes, block 1012 maps the attribute as Float
having a Bit-Sliced Index (BSI) Bitmap data format (IntBSI)
and the logic proceeds to block 1026 where the Field and
Mapping Strategy are saved in the Bitmap Mapping Schema
file and the logic exits. If the result of block 1010 is NO,
block 1014 determines if the Integer Counter is greater than
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99% of the total value count for that attribute. Other thresh-
old values for the Integer Counter may be used if desired. If
Yes, block 1016 maps the attribute as Integer and the logic
proceeds to block 1026 where the Field and Mapping
Strategy with the corresponding Bitmap data format (Std
Bitmap or BSI) are saved in the Bitmap Mapping Schema
file and the logic exits.

[0092] If the result of block 1014 is NO, the attribute is
being handled as a “String” and block 1018 determines if it
is a High Cardinality String. If Yes, block 1020 maps the
attribute as Hashed String having a Bit-Sliced Index (BSI)
Bitmap data format (StringHashBSI) and the logic proceeds
to block 1026 where the Field and Mapping Strategy with
the corresponding Bitmap data format (Std Bitmap or BSI)
are saved in the Bitmap Mapping Schema file and the logic
exits. If the result of block 1018 is NO, the attribute is not
a High Cardinality String and, thus, can be handled as an
enumerated string and block 1022 maps the attribute as an
Enumerated String having a Standard (Std) Bitmap data
format (StringEnum). Next, block 1024 obtains the enumer-
ated string (from a predetermined string/code mapping table,
not shown) and saves the Enumerated String Value in the
Bitmap Mapping Schema file. Next block 1026 saves the
Field and Mapping Strategy for the StringEnum with the
corresponding Bitmap data format (Std Bitmap or BSI) in
the Bitmap Mapping Schema file and the logic exits.

[0093] Accordingly, as shown above, in some embodi-
ments, the Analyzer Logic chooses a mapping strategy for a
given Field and also determines if the Field will be mapped
as a Std Bitmap or BSI data format. For convention, the
present disclosure appends a “BSI” to the strategy label (see
FIG. 11) to indicate it is being mapped as a BSI format, such
as StringHashBSI, IntBSI, DateBSI, SysMilliBSI and the
like. In particular, dates and timestamps are mapped as BSI
to allow for range searches to be performed on the data, such
as the mapping strategy for “millisecond granularity” time-
stamps as BSI or SysMilliBSI. Strings that are enumerated
(each string associated with a unique value), are mapped as
Standard (or Std) Bitmap, e.g., StringEnum. Integers may be
mapped as either Std Bitmap (IntDirect) or BSI (IntBSI). In
FIG. 11 column 1108, the Fields Age and registered_DMA _
id are mapped as Std Bitmap (IntDirect) (also shown in FIG.
12 for Age, rows 1246, 1248, 1250), whereas the Fields:
Device_ID, St_Tm_Fav_TeamID, St Tm_Fav_SportID,
ContAct-Video_Duration are mapped as BSI (IntBSI). How-
ever, in some embodiments, age may be mapped as a BSI.
Also, story title (ContAct-Story_Title), and video title (Con-
tAct-Video_Title) may be hashed to strings and stored as
integers or codes with discrete values (StringEnum) or
stored as BSI (StringHashBSI) instead. If integers are
mapped both ways in the user data set (for different fields),
the Analyzer Logic, e.g., at the Block 1016 in the process
1000 (FIG. 10), may set the appropriate integer mapping,
e.g., IntDirect or IntBSI, based on the Field.

[0094] Referring to FIG. 11, a sample of the Bitmap
Mapping Schema 210 is shown, which shows in columns
from left to right as: Source Attribute Name 1102, Source
Type 1104, Field Name 1106, Mapping Strategy 1108,
Fraction Length 1110 (max. # of places to right of decimal
point), Min. Value 1112, Max. Value 1114, Max. Character
Length 1116, Values 1118 (associated with Rows in the
Field), RowlDs 1120 (which Rows are used in the Field).
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The number of rows used for a given Field in the bitmap will
depend on the mapping strategy and associated metadata (as
discussed herein).

[0095] There are two “Source” columns 1102,1104 pro-
vided from the Conformed User Data Set 206 (FIG. 5). The
Source Attributes column 1102 is derived from the Parent
and Child Attribute columns 502,504 in the Conformed Data
Set 206, which are combined or collapsed into the Source
Attribute column 1102, and the Source Type 1104, which is
provided (if available) in the Conformed User Data Set 206.
The remaining columns 1106-1120 in the Bitmap Mapping
Schema 210 are populated by the Analyzer Logic 208 after
it analyzes the Conformed User Data Set for each of the
users (or UserIDs) and characterizes the data for loading (or
writing) into bitmap format, and may be referred to herein
generally as “statistics” or “metadata”, which describes the
data stored in the Conformed User Data Set 206.

[0096] The data in the Bitmap Mapping Schema 210 may
be used by the Loader Logic 212 to call the Bitmap Loading
Tool 214 to load the user data set into the Bitmap Index 220.
For example, the Field Name 1106, and the Row 1D (which
row in the field) and Column ID (which UserID) may be
used to tell the Bitmap Loading/Query Tool 214 what
locations in the Bitmap Index file 220 to populate with 0’s
and 1’s to create the bitmap representation of the Conformed
User Data Set 206. Also, certain of the columns 1108-1120
to the right of the Field Name may be referred to herein as
“Metadata” or “Detailed Metadata”, which may be used by
the Loader Logic 212 to create the call format needed by the
Bitmap Loading/Query Tool 214 to load the Bitmap Index
file 220.

[0097] For example, the “UserID” Field (or Attribute),
from the Field column 1106 has a StringHashBSI mapping
strategy 1108, the values for the Field having a Max. Value
of “4,294,967,295”, with a Max. Character length of 69
characters. The RowlDs 1120 and Values 1118 for each
RowID are not shown as this will be mapped as an integer
from a “hashing” algorithm that assigns a unique integer
value for a string that has many possible values (e.g., more
than 500), and that value may be used in the call to the
Bitmap Loader/Query Tool 214.

[0098] As another example, the “Gender” Field (or Attri-
bute) 1106 has a StringEnum mapping strategy 1108, the
values for the Field having a Max. Character Length 1116 of
“1” character, with specific Values of M, F, U (male, female,
and unknown) (from the Values col. 1118), which will use or
occupy three rows, Rowl, Row2, Row3, in the “Gender”
Field in the Bitmap (from the RowlDs column 1120). The
other rows shown in FIG. 11 of the Bitmap Mapping Schema
210 may have similar or related functions and correspon-
dence to the Bitmap, as described further herein.

[0099] Referring to FIG. 12, an illustration is shown of
how the Loader Logic 212 creates the output Bitmap Index
table 220 having values from the Conformed User Data Set
210 in bitmap format for each user (Userl to UserN), using
the Bitmap Mapping Schema 210. In particular, the Loader
Logic 212 receives (or retrieves) each Source Attribute 1102
and the output data structure for the bitmap (Field 116,
Mapping Strategy 1108, and Metadata 1122) for the Attri-
bute/Child-Attribute (or Sub-Attribute) from the Bitmap
Mapping Schema 210, as indicated by lines 1220. The
Loader Logic retrieves the user data values for each source
Attribute from the Conformed User Data Set 206, as shown
by the lines 1222 and uses the Bitmap Mapping Schema to
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create and send a command or call 1260 (or Application
Programming Interface (API) call or command), e.g., “Set
Bit” or “Set Value”, to the

[0100] Bitmap Loading/ Query Tool 214 to load the bit-
map 220. Other API call formats may be used if desired,
depending on the type of Bitmap Loading/ Query Tool 214
used to load (or set the 1’s and 0’s in) the bitmap.

[0101] When finished, the Loader Logic 212 sends the
appropriate commands to cause the Bitmap Loading/Query
tool 214 to load the data values from the Conformed User
Data Set 206 into the Bitmap Index table 220.

[0102] For example, the “UserID1” attribute for Userl
value 1204 is read by the Loader Logic 212 and uses it to
populate the Column ID portion of an API call (or com-
mand) to the Bitmap Loading/Query Tool 214, which would
be the Column corresponding to UserID1 in the Bitmap
Index Table 220.

[0103] Similarly, the “Gender” Attribute 1212 is read by
the Loader Logic 212, which uses it to create the Field, Row
1D, and Value portions (as appropriate) of the API call to the
Bitmap Loading/Query Tool 214 based on the Field Name
1106 (FIG. 11), the other Metadata 1122 (FIG. 11) in the
Bitmap Mapping Schema 210. In this case, the “Gender”
Attribute 1212, 1232, 1242, for Userl, User2, User3, respec-
tively, are mapped as a string enumeration (StringEnum)
having three values (M, F, U), each value corresponding to
a row in the Bitmap (Rowl, Row2, Row3), as shown by
regions 1206, 1208, 1210 in the Bitmap Index File Table 220
(or Bitmap) for Userl, User2, UserN, respectively.

[0104] In particular, for the example shown in FIG. 12, for
User 1 (corresponding to Col. 1), the actual user data value
for Gender is “M”, which is shown by the region 1206 in the
Bitmap 220 in Column 1 (for UserID1) as having a bit value
of “1” in Row1 corresponding to “M”, and bit values of “0”
for Row2 and Row3, corresponding to data values of F and
U, respectively. Similarly, for User2, corresponding to
UserID# 1234, the actual user data value for Gender is “F”,
which is shown by the region 1208 in the Bitmap 220 in
Column 2 (for UserID2) as having a bit value of “1”” in Row2
corresponding to “F”, and bit values of “0” for Row1 and
Row3, corresponding to user data values of M and U,
respectively. Lastly, for UserN, corresponding to UserID#
1244, the actual user data value for Gender is “M”, which is
shown by the region 1208 in the Bitmap 220 in Column 2
(for UserID2) as having a bit value of “1” in Row1 corre-
sponding to “M”, and a bit value of “0” for Row2 and Row3,
corresponding to data values of F and U, respectively. A
similar technique is used for the Gender values for other
Users (Column IDs) in the Bitmap. Also, a similar technique
may be used for the other integer direct (StringEnum) Fields
in the Bitmap.

[0105] Similarly, the “Age” Attribute 1212 is read by the
Loader Logic 212, which uses it to create the Field, Row ID,
and Value portions (as appropriate) of the API call to the
Bitmap Loading/Query Tool 214 based on the Field Name
1106 (FIG. 11), the other Metadata 1122 (FIG. 11) in the
Bitmap Mapping Schema 210. In this case, the “Age”
Attribute 1213, 1233, 1243, for Userl, User2, User3, respec-
tively, are mapped as an integer (IntDirect) having values
from Agel to AgeM, each age value corresponding to a row
in the Bitmap (Row1 to RowM), as shown by regions 1246,
1248, 1250 in the Bitmap Index Table 220 (or Bitmap Index
User Data Set) for Userl, User2, UserN, respectively. In
addition to the specific values of age, the field may have
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assigned a value, e.g., Unknown (value=199), for an
unknown age, used if the age data is not available or not
entered for that user or the age value does not make sense,
such as an age typo of, e.g., 250 years old.

[0106] In particular, for the example shown in FIG. 12, for
User 1, the actual user data value for Age is “22”, which is
shown in the Bitmap 220 as having a bit value of “1” in
Row2 corresponding to “22”, and a bit value of “0” for
Row1 and Row3, corresponding to data values of 19 and 31,
respectively. Similarly, for User2, the actual user data value
for Age is “31”, which is shown in the Bitmap 220 as having
a bit value of “1”” in Row3 corresponding to “31”, and a bit
value of “0” for Rowl and Row2, corresponding to data
values of 19 and 22, respectively. Lastly, for UserN, the
actual user data value for Age is “199”, which corresponds
to the unknown code, which is shown in the Bitmap 220 as
having a bit value of “1” in RowM corresponding to “199”,
and a bit value of “0” for Row1 to Row3 and all other rows
up to RowM, corresponding to data values other than 199.
A similar technique may be used for the other integer direct
(IntDirect) Fields in the Bitmap.

[0107] In some embodiments, as indicated above, the
Bitmap Index Table 220 (or file) may store numbers (e.g.,
integers) as a “BSI” (or Bit-Sliced Index) bitmap data
format. In that case, a set of integer values may be more
efficiently stored in the bitmap using a binary code across a
plurality of rows (in a given Field) instead of having a row
associated with each integer value. For example, if the range
of potential Ages is 1-127, this range of integers can be
mapped in binary code using only 7 bits (i.e., 0000000 to
1111111), and thus 7 rows, instead of using 127 rows,
thereby reducing the size of the bitmap by 120 rows. Using
a BSI Bitmap approach also allows the ability to efficiently
search a range of values, e.g., people between the ages of
20-25, which is useful when range queries are needed. The
BSI Bitmap approach can be used with any mapping strat-
egies that provide an integer-type value.

[0108] When using a BSI Bitmap, the API call 1260 from
the Loading Logic 212 to the Bitmap loading/query tool 214
would be a “Set Value” call, including: Field (e.g., “Age”),
Column ID (for UserID, e.g., UserID=1234), and Value (for
age value of the user, e.g., 33 yrs old). Thus, in that case, the
API call would be: Set Value (Age, 1234, 33). The Bitmap
Loading/Query Tool 214 selects the appropriate number of
Bitmap rows (or bits) for the Field to accommodate the size
range for that Field in the Bitmap Index Table 220. In some
embodiments, the API call may include an indication that
BSI is the desired Bitmap storage format to be used for this
Field or data value.

[0109] Referring to FIG. 13, a flow diagram 1300 illus-
trates one embodiment of a process or logic for implement-
ing the Loader Logic 212 (FIGS. 2 and 12), of block 260
(FIG. 2A) of the Bitmap Creation Logic 75 (FIGS. 1 and 2),
which loads the latest update of the Conformed User Data
Set 206 (having the most recent user data values) into the
Bitmap Index User Data Set 220 (or Bitmap Index Table) for
each UserID, using the Bitmap Mapping Schema 210. The
logic 1300 begins at a block 1304, which receives the Field,
Mapping Strategy and other metadata in the Bitmap Map-
ping Schema 210. Next, block 1306 retrieves the type of
bitmap data format from the mapping strategy, e.g., Standard
(Std) Bitmap (or X,Y integer representation) or Bit-Sliced
Index (BSI) bitmap for the current field. Next, block 1308
checks if the data format is Std Bitmap. If so, block 1310 sets
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the API call to “Set Bit (Field, Row ID, Col. ID)”, where
Field is the field for where the data bit located at the Row ID
(indicating data value in the Field) and Col ID (indicating
the UserID) is to be set to one (1).

[0110] Next, or if the result of block 1308 is NO, block
1312 checks if the data format is a Bit-Sliced Index (BSI)
format. If so, block 1314 sets the API call to “Set Value
(Field, Col. ID, Value)”, where Field is the field having a
collection of Rows for which data bits will be set as a binary
code indicative of the Value, Col ID (indicating the UserID)
and Value is the actual value of the data for Field being
written.

[0111] Next, or if the result of block 1312 is NO, block
1320 performs the API call (or sends the command) to the
Bitmap Loading tool 214 (e.g., Pilosa) with the appropriate
command format to load the value(s) of the data into the
Bitmap for the current Field. In some embodiments, the
block 1320 may include timestamp information relating to
the data stored, provided it is supported by the Bitmap
Loading Tool. For example, all “Standard bitmaps” may
have an added third dimension of time, referred to herein as
time “slice”. Thus, for the data fields not mapped as BSI, the
data may be stored using the time dimension. In that case,
for each daily load of user data stored by the Loader Logic
in the bitmap, the block 1320 may also indicate which time
“slice” is associated with the user data being loading it the
bitmap. The granularity of the time “slice” is based on the
Loading Tool, e.g., weekly, daily, hourly, minute, second,
millisecond, or the like. In some embodiments, the logic
updates once per day (daily), in which case, the time “slice”
data would use daily granularity (if supported by the Load-
ing Tool). In some embodiments, the Loading Tool may not
support time slicing for BSI bitmap fields. In that case, for
BSI bitmap fields, the last data set loaded is the most current.
[0112] As discussed herein, some embodiments of the
present disclosure may use “Roaring” bitmap for the bitmap
structure, although Roaring is just one possible implemen-
tation that may be used by the Bitmap Loading/Query Tool
214. Roaring is a software platform that enables the creation
of bitmaps or bitmap index data sets. In some embodiments,
Pilosa software (an open source implementation of Roaring)
may be used for the Bitmap Loading/Query Tool 214;
however, other implementations of Roaring may also be
used within the present disclosure. Pilosa may be viewed as
atool to write to (or load) the bitmap data set, and its detailed
operations are not critical to understanding the present
disclosure. In practice, there may be software “wrappers”
built around a Pilosa stack which the Loader Logic may just
use with the appropriate call functions or APIs, e.g., “Set
Bit”, “Set Value”, and the like. More information about
Pilosa and Roaring bitmaps may be found at the websites:
https://www.pilosa.com/docs and http://roaringbitmap.org,
respectively, which are incorporated herein by reference to
the extent needed to understand the present disclosure. In
some versions of Pilosa, the term “Fields” may also be
referred to as “Frames”.

[0113] Next, block 1322 determines if all the Fields have
been written. If not, block 1326 goes to the next Field and
the logic returns to block 1304 to receive data associated
with the next Field for the current UserID. If the result of
block 1322 is Yes, all Fields have been written for this
UserlID, and block 1324 determines if all UserIDs have been
written. If not, block 1328 goes to the next UserID and the
logic returns to block 1304 to receive data associated with
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the next UserID (for all the Fields). If the result of block
1324 is Yes, all UserIDs have been written for all of their
respective Fields, the loading of the Bitmap Index User Data
Set 220 is complete, and the logic 1300 exits.

[0114] Referring to FIGS. 14A and 14B, example of at
least a portion of a resulting Bitmap Index Table 220 is
shown as may be created by the system and method of the
present disclosure. In particular, in FIG. 14A, Fields such as
Gender, Age, Browser, Plays_Fantasy, Location_State,
Location_City, Other Location Fields/Attributes, St_Tm_
Fav_Name, and St_Tm_Fav_Sport are shown, together with
the Mapped Format for each Field (from the Mapping
Strategy in the Bitmap Mapping Schema 210). Also, in FIG.
14B, Fields such as ContAct-Source, ContAct-VideoTitle,
CotAct-Device, Other ContAct Fields/ Attributes AdsAct-
Source, AdAct-AdvName, AdsActs-Device, and Other Ads-
Acts Fields/Attributes are shown, together with the Mapped
Format for each Field (from the Mapping Strategy in the
Bitmap Mapping Schema 210). Where the first two fields in
FIG. 14A (Gender and Age) are the same as that shown in
FIG. 12, and some of the other Fields shown in FIGS. 14A
and 14B are a selection of those shown in FIG. 11 (Bitmap
Mapping Schema). Also, FIGS. 14A and 14B shows sample
data bits set to 1 and 0 for several users (UserlID, User2ID,
User3ID . . . UserNID).

[0115] Referring to FIGS. 15, 16 and 17, a flow diagram
1500 (FIG. 15) illustrates one embodiment of a process or
logic for implementing the Query Ul App Logic (FIGS. 1
and 2), which may reside on the Client Device or Computer
84 (FIG. 1) and which, when launched (e.g., by the Client
88), receives inputs from the Client 88, the Bitmap Mapping
Schema 210, the Bitmap Index User Data Set 220 and
displays (or sends or provides) a Bitmap Query User Inter-
face (UI) including search fields (or components or attri-
butes), search conditions and tools, and provides Bitmap
query results. The Logic begins at block 1502, which
displays a main user interface (UI) landing page 1600 (FIG.
16).

[0116] Referring to FIG. 16, the landing page 1600 screen
illustration includes a Custom Audience Management Plat-
form overview screen, which shows a listing 1602 of queries
(or searches or segments) that have been previously
searched and saved in the Query Ul App 86 or on the Device
84 (or other device or server). For each segment/query in the
list 1602, the screen illustration (or screen shot) 1600 shows
when the query was created 1604, query name 1606, query
“reach” 1608 (i.e., size of audience), schedule for re-running
query 1610, and when the query schedule (if any) expires
1612. In addition, the screen shot 1600 provides a series of
selectable actions (or tools) icons 1614 associated with (or
to perform an action on) each segment or query in the list
1602. In particular, from left to right, the icons 1614 include
edit segment 1614A, copy (segment definitions) 1614B,
set-up schedule for query to run 1614C, run query now
1614D, delete query 1614E, history when query was last run
1614E. Also, there is a selectable “Create Audience” button
1620, which allows the client to create a new query or
segment (or an audience query).

[0117] Referring to FIG. 15, next, block 1504 determines
if a segment item on the listing 1602 has been clicked on (or
selected). If so, block 1508 displays the details of the query
segment item selected on a separate pop-up screen (not
shown). If the result of block 1504 is NO, block 1506
determines if one of the action icons 1614 has been selected.
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If so, block 1507 displays a Ul screen for the requested
action and allows the Client to perform the indicated action.
If the result of block 1506 is NO, block 1510 determines if
the “Create Audience” button 1620 has been selected. If not,
the logic exits. If the result of block 1510 is YES, block 1512
displays an Audience Creation screen (FIG. 17) having
selectable attributes and fields as determined by the Bitmap
data and the Bitmap Mapping Schema.

[0118] Referring to FIG. 17, the landing page 1700 screen
illustration for Create Audience 1702 is shown, which shows
the creation of a query 1720 (“Female fans of Golden State
Warriors over 25 yrs old”), having an Audience Description
1704 of: Age>25 and Gender=Female and Team NBA:
Stated=Golden State Warriors. The three search components
(or attributes or fields) 1704A, 1704B, 1704C, of the query
1704 are also shown on the screen 1700 as well as the search
conditions (“and”) 1706, 1708 between each search com-
ponent. The screen also provides action icons to edit 1730
and to delete 1732 for each of the search components, and
a “+” icons 1734 to add further filters to each of the search
components or a “+” icon 1736 to add additional search
components. The resulting query can also be saved for future
reference and added onto the master list 1602 (FIG. 16) by
selecting the “Save” button 1740 in the lower right of the
screen. The saved queries may be retrieved later to add new
search components or conditions, or modify or delete exist-
ing components or conditions.

[0119] In the example of FIG. 17, the Audience Reach
1710 for the query is 184,857 people, and the Audience
Reach Breakdown 1712 is shown for each of the search
components, as follows: for Age>25, audience reach 1714 is
44,017,091, for Gender=Female, the audience reach 1716 is
6,178,943, and for Team NBA: State=Golden State War-
riors, the audience reach 1718 is 6,324,536.

[0120] Referring again to FIG. 15, after block 1512 dis-
plays the Create Audience screen 1700, block 1514 receives
the Audience Creation attributes/fields and conditions from
the Client (as shown in FIG. 17). Next, block 1516 performs
the Bitmap query with the selected fields and conditions.
Next, the logic at block 1518 displays the results of the query
including: Audience Description 1704, Audience Reach
1710, and Audience Breakdown 1712.

[0121] Next, a block 1520 determines if an “Edit Schema™
Selection has been received. If so, block 1522 displays a
landing page on a separate pop-up screen (not shown) which
allows the Client to edit/remove/add attributes/fields or
associated values of the selected the Conform Mapping
Schema and the Bitmap Mapping Schema, and to save the
results, and then the logic exits.

[0122] Accordingly, the Ul provides conditions to present
to the Client 88 for creating the query attributes/fields and
conditions and possible values. The Bitmap Mapping
Schema 210 (or Config. File) together with the Bitmap
Loading/Query Tool 214 (e.g., Pilosa) may be used both to
load the data into the Bitmap and to create the user interface
(UD. In some embodiments, the Ul or App 86 may be
implemented as a wizard-type interface if desired.

[0123] In some embodiments, the data sources may have
a direct (or indirect) link to the bitmap creation logic. Also,
in some embodiments, all the data sources may be normal-
ized or conformed to the conform mapping schema before
being fed to the bitmap server logic. Further, the conform
schema may be used as the source for the bitmap creation
logic.
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[0124] The present disclosure includes systems for
improving the speed of obtaining query results from a
massive, disparate data set by converting data to bitmap as
recited herein, querying the bitmap dataset, returning a
result, wherein massive means larger than 1 million (or 10
million or 100 million) number of records (or users or items)
each user or item having a plurality of attributes (e.g., 2, 10,
100, 1000, 10,000, 100,000 attributes) and disparate means
from at least 3 (e.g., 3, 5, 10, 100, 1,000) different sources
in at least 3 (e.g., 3, 5, 10, 100, 1,000) different data formats
or types.

[0125] The system, computers, servers, devices and the
like described herein have the necessary electronics, com-
puter processing power, interfaces, memory, hardware, soft-
ware, firmware, logic/state machines, databases, micropro-
cessors, communication links, displays or other visual or
audio user interfaces, printing devices, and any other input/
output interfaces, to provide the functions or achieve the
results described herein. Except as otherwise explicitly or
implicitly indicated herein, process or method steps
described herein may be implemented within software mod-
ules (or computer programs) executed on one or more
general purpose computers. Specially designed hardware
may alternatively be used to perform certain operations.
Accordingly, any of the methods described herein may be
performed by hardware, software, or any combination of
these approaches. In addition, a computer-readable storage
medium may store thereon instructions that when executed
by a machine (such as a computer) result in performance
according to any of the embodiments described herein.
[0126] In addition, computers or computer-based devices
described herein may include any number of computing
devices capable of performing the functions described
herein, including but not limited to: tablets, laptop comput-
ers, desktop computers, smartphones, smart TVs, set-top
boxes, e-readers/players, and the like.

[0127] Although the disclosure has been described herein
using exemplary techniques, algorithms, or processes for
implementing the present disclosure, it should be understood
by those skilled in the art that other techniques, algorithms
and processes or other combinations and sequences of the
techniques, algorithms and processes described herein may
be used or performed that achieve the same function(s) and
result(s) described herein and which are included within the
scope of the present disclosure.

[0128] Any process descriptions, steps, or blocks in pro-
cess or logic flow diagrams provided herein indicate one
potential implementation, do not imply a fixed order, and
alternate implementations are included within the scope of
the preferred embodiments of the systems and methods
described herein in which functions or steps may be deleted
or performed out of order from that shown or discussed,
including substantially concurrently or in reverse order,
depending on the functionality involved, as would be under-
stood by those reasonably skilled in the art.

[0129] It should be understood that, unless otherwise
explicitly or implicitly indicated herein, any of the features,
characteristics, alternatives or modifications described
regarding a particular embodiment herein may also be
applied, used, or incorporated with any other embodiment
described herein. Also, the drawings herein are not drawn to
scale, unless indicated otherwise.

[0130] Conditional language, such as, among others,
“can,” “could,” “might,” or “may,” unless specifically stated
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otherwise, or otherwise understood within the context as
used, is generally intended to convey that certain embodi-
ments could include, but do not require, certain features,
elements, or steps. Thus, such conditional language is not
generally intended to imply that features, elements, or steps
are in any way required for one or more embodiments or that
one or more embodiments necessarily include logic for
deciding, with or without user input or prompting, whether
these features, elements, or steps are included or are to be
performed in any particular embodiment.

[0131] Although the invention has been described and
illustrated with respect to exemplary embodiments thereof,
the foregoing and various other additions and omissions may
be made therein and thereto without departing from the spirit
and scope of the present disclosure.

What is claimed is:

1. A method for converting user data from a plurality of
users and from a plurality of disparate data sources to bitmap
data, comprising:

receiving the user data from the plurality of data sources,

the user data indicative of user attributes;

receiving a conform mapping schema;

creating a conformed user data set for the plurality users

using the conform mapping schema;

analyzing the conformed user data set to obtain statistics

about the user data for each user attribute;

creating a bitmap mapping schema based on the statistics

about the user data set; and

loading the conformed user data set into a bitmap data set

using the bitmap mapping schema.

2. The method of claim 1, wherein the conform mapping
schema comprises at least one of: parent attributes, child
attributes, attribute data type, and mapping rules.

3. The method of claim 2, wherein the mapping rules
comprises data source and field.

4. The method of claim 2, wherein the mapping rules
comprises data source, field and mapping logic.

5. The method of claim 1, wherein the conformed user
data set comprises attributes, data type, and user data for
each user, the data type for a given attribute having a
common format for all users independent of the data source.

6. The method of claim 1, wherein the creating the
conformed user data set comprises reconciling conflicts in
data types for the same attribute between different data
sources using the conform mapping schema.

7. The method of claim 1, wherein, after an initial
performance of the analyzing, the analyzing is only per-
formed when the conformed user data set has changed.

8. The method of claim 1, wherein the statistics are
obtained for all the data values of each attribute for all users.

9. The method of claim 8, wherein the statistics comprises
at least one of: data type, number of occurrences of each data
type; min. and max. value of each number (integer or
floating point), and cardinality of each string value.

10. The method of claim 9, wherein the data type is
selected from the group comprising: Boolean, Integer, Float-
ing Point, Date, and String.

11. The method of claim 1, wherein the analyzing the
conformed user data set comprises determining a mapping
strategy for each field based on the statistics.

12. The method of claim 11, wherein the analyzing
comprises determining the type of bitmap data format for a
given field, wherein the type of bitmap comprises one of:
standard bitmap and BSI bitmap.
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13. The method of claim 11, wherein the determining is
based on the number of occurrences of a given user attribute
having a given data type is greater than a predetermined
threshold.

14. The method of claim 1, wherein the loading comprises
creating API calls having a field and a Column ID indicative
of a user and at least one of a Row ID and a Value.

15. The method of claim 12, wherein the loading com-
prises retrieving the type of bitmap data format for a given
field and creating API calls based on the mapping strategy.

16. The method of claim 1, wherein the bitmap index user
data set comprises columns corresponding to each of the
users, rows corresponding to fields indicative of the user
attributes in the conform user data set, and values that
correspond to the user data values and a mapping strategy.

17. The method of claim 1, further comprising determin-
ing if the mapping schemas have errors or require updates
and correcting or updating the appropriate schema accord-
ingly.

18. The method of claim 1, further comprising providing
a user interface (UI) which enables queries to be performed
on the bitmap data set.

19. The method of claim 18, wherein the user interface
(UI) provides a plurality selectable fields and conditions
based on the bitmap data for a client to perform a search of
the bitmap index user data set.

20. The method of claim 18, wherein the user interface
(UI) provides an option to edit, remove or add attributes or
attribute values to a mapping schema.

21. A method for converting user data from a plurality of
users and from a plurality of disparate data sources to bitmap
data, comprising:

receiving the user data from the plurality of data sources,

the user data indicative of user attributes;

receiving a conform mapping schema;

creating a conformed user data set for the plurality of

users using the conform mapping schema;

analyzing the conformed user data set to obtain statistics

about the user data for each user attribute;

creating a bitmap mapping schema based on the statistics

about the user data set;

loading the conformed user data set into a bitmap data set

using the bitmap mapping schema; and

providing a user interface (UI) which enables queries to

be performed on the bitmap data set.

22. The method of claim 21, wherein the conform map-
ping schema comprises at least one of: parent attributes,
child attributes, attribute data type, and mapping rules.

23. The method of claim 22, wherein the mapping rules
comprises data source and field.

24. The method of claim 21, wherein the conformed user
data set comprises attributes, data type, and user data for
each user, the data type for a given attribute having a
common format for all users independent of the data source.

25. The method of claim 21, wherein the creating the
conformed user data set comprises reconciling conflicts in
data types for the same attribute between different data
sources using the conform mapping schema.

26. The method of claim 21, wherein the analyzing is only
performed initially or when the conformed user data set has
changed.

27. The method of claim 21, wherein the analyzing the
conformed user data set comprises determining a mapping
strategy for each field based on the statistics.
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28. The method of claim 27, wherein the analyzing
comprises determining the type of bitmap data format for a
given field based on the mapping strategy, wherein the type
of bitmap comprises one of: Standard bitmap and BSI
bitmap.

29. The method of claim 28, wherein the loading com-
prises retrieving the type of bitmap data format for a given
field and creating API calls based on the mapping strategy.

30. The method of claim 21, wherein the bitmap index
user data set comprises columns corresponding to each of
the users, rows corresponding to fields indicative of the user
attributes in the conform mapping schema, and values that
correspond to the user data values and a mapping strategy.

31. The method of claim 21, wherein the user interface
(UID) provides a plurality selectable fields and conditions
based on the bitmap data for a client to perform a search of
the bitmap index user data set.

32. The method of claim 21, wherein the user interface
(UI) provides an option to edit, remove or add attributes or
attribute values to a mapping schema.

33. A method for converting untyped user data from a
plurality of users to bitmap data, comprising:

receiving an untyped user data set indicative of user

attributes, the user data set having no identification of
data type;

analyzing the user data set to obtain statistics about the

user data for each user attribute for each user, including
identifying data type;

creating a bitmap mapping schema based on the statistics

about the user data set; and

loading the user data set into a bitmap data set using the

bitmap mapping schema.

34. The method of claim 33, wherein the analyzing is only
performed initially or when a structure of the user data set
has changed.

35. The method of claim 33, wherein the statistics are
obtained for all the data values of each attribute for the
plurality users.

36. The method of claim 35, wherein the statistics com-
prises at least one of: number of occurrences of each data
type; min. and max. value of each number (integer or
floating point), and cardinality of each string value.

37. The method of claim 33, wherein the data type is
selected from the group comprising: Boolean, Integer, Float-
ing Point, Date, and String.

38. The method of claim 33, wherein the analyzing the
user data set comprises determining a mapping strategy for
each field based on the statistics.

39. The method of claim 37, wherein the analyzing
comprises determining the type of bitmap data format for a
given field based on the mapping strategy, wherein the type
of bitmap comprises one of: Standard bitmap and BSI
bitmap.

40. The method of claim 38, wherein the determining is
based on the number of occurrences of a given user attribute
having a given data type is greater than a predetermined
threshold.

41. A method for improving the speed of obtaining query
results from a massive, disparate data set, comprising:

converting the data to bitmap data set format, comprising:

receiving the data from the plurality of data sources, the
user data indicative of user attributes;
receiving a conform mapping schema;
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creating a conformed user data set for the plurality
users using the conform mapping schema;
analyzing the conformed user data set to obtain statis-
tics about the user data for each user attribute;
creating a bitmap mapping schema based on the sta-
tistics about the user data set; and
loading the conformed user data set into a bitmap
data set using the bitmap mapping schema;
querying the bitmap data set;
returning a query result; and
wherein massive comprises larger than 1 million records,
each record having a plurality of attributes and dispa-
rate comprises at least 3 different data sources in at least
3 different data formats or types.

#* #* #* #* #*
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